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Software engineering is a vast field. It has the following core areas: requirements management, software architecture, software design and construction, and software testing. All of these areas are vast and are mostly separated from each other. The core area software design and construction is further divided into user interface design and construction, business logic design and construction, and database design and construction.

The authors have several years of experience working with and teaching all areas of software engineering. The lead author has also been writing university-level textbooks in areas related to software engineering for the last 10 years.

This book provides in-depth coverage of the areas of software engineering that are essential to learning this field. Advanced areas such as commercial-grade security mechanisms, and performance management techniques for high-end software products, are not discussed in this book. Discussing these areas may distract the reader from the primary goal of learning software engineering.

This book was written after receiving feedback from several professors and software engineers from the United States and India. A book on software engineering was thought to be necessary, and it not only should cover the theory of software engineering but also should have content for practice. Without practical examples to work on, it is difficult to learn any subject. This is especially true for a subject such as software engineering, which is used to build large and complex software products. At the same time, it is also true that many universities have a curriculum in software engineering that includes building a software product by undertaking a software project. This book covers both theory and practical examples of building software products.
As a result of extensive research conducted by the authors on what content to include in the book and how to present that content, the material provided in this book is relevant for teaching software engineering to students. Rather than using UML or other formal notations, the content is explained in plain (and easy-to-understand) English. Basic programming knowledge using an object-oriented language is helpful to understand the contents of this book. We have provided a complete case study using Java. The knowledge gained from this book can be readily used in other relevant courses or in a typical software development environment of a company.

The best way to learn software engineering is by understanding its core and peripheral areas. In this book, a complete chapter is devoted to each of the core and peripheral areas. Requirements management is covered by explaining requirement specifications and use cases. Software high-level design aspects are covered including software architecture patterns, software architectures, component design, component diagrams, and data flow diagrams. Software detailed design and construction for business logic development covers classes, class diagrams, objects, object diagrams, statechart diagrams, sequence diagrams, database programming, web-based programming, refactoring, and so on. User interface design includes Model–View–Controller architecture, HTML, client-side scripts, and AJAX, among others. Database design covers schemas, relational database concepts, referential and entity integrity rules, primary keys, secondary keys, normalization, and so on. Software testing includes unit testing, integration testing, system testing, user acceptance testing, and testing strategy, to name a few.

The book also covers peripheral areas of feasibility study, software engineering methodologies, project management, configuration management, and software maintenance.

Some of the salient features of the book include the following:

- Complete coverage of all important areas of software engineering.
- Strong foundation for almost all areas of software engineering. Each software engineering concept is backed by solid examples.
- Complete alignment with university-level courses in software engineering offered at several universities in the United States and India.
- Complete case study with source code (source code is available at the course website).
- Object-oriented design and programming with complete concepts in modeling and design using classes and objects.
- Database design with entity-relationship concept.

The case studies that have been provided for all core areas of software engineering are a useful feature of this book. They provide an understanding of software engineering as well as how things work while building a software product. The following
artifacts are provided for a case study that deals with an online banking system called OBAAS:

- Complete requirements specifications along with the use cases
- Software high-level design including software architecture, software component diagrams, and data flow diagrams
- Detailed design for developing the business logic including class diagrams, object diagrams, statechart diagrams, and sequence diagrams
- Software construction including complete source code and technical documentation
- Database design (entity-relationship diagrams and table structure)
- User interface design (mockup screens)
- Testing strategy including testing samples

This case study is provided at the end of each of the core chapters under a separate section. While all the design documents and requirements specifications are provided in the book itself, the source code for this software product is provided at the course website: http://ahmedashfaque.wordpress.com. People can easily download the source code as well as the database scripts from this website. In case this website is down for any reason, the details of the new website will be posted at http://www.bhanuprasad.org/fse.html. There are two sets of source code: OBAAS Version 1.1 and OBAAS Version 1.2. We have used Java technology to help readers learning how to apply software engineering concepts develop an object-oriented project. The other case study deals with an order management system for a restaurant. It is provided within the chapters.

The case study on OBAAS can also be used for doing additional exercises. We have provided some ideas about enhancing OBAAS at many places in the case study. For example, we are currently using hard-coded values to populate the service types in a drop-down list in the source code. This functionality can be extended so that instead of hard-coded values these values can come from a database. You can find a list of future enhancements in Chapters 4 and 8, which can be taken as a practical exercise or assignment in the classroom. These exercises can be in any area of software engineering. For example, a feasibility study can be done to find out if any of the enhancements listed there are feasible.

All in all, this book has everything one needs to learn software engineering easily. There are also myriad code samples, comparisons, and examples provided throughout the book on all the topics covered. They will help the reader clearly understand the concepts.

This book has an appendix that contains answers to all the questions at the end of each chapter. Instructor material is available at the course website for instructors who adopt this book as a textbook.

The book will be very useful for students taking a course in software engineering or its equivalent at the undergraduate or graduate level. People working in the software
industry and those who want to bridge their knowledge gap in any area related to software engineering may also find this book useful.

We invite you to e-mail us any comments concerning this book at the addresses provided below. We will use them to improve future editions of this book. We also invite you to e-mail us any errors that you notice. The errata will be posted at the course website. Hope you enjoy reading this book!

Ashfaque Ahmed
ashfaque.a@gmail.com

Bhanu Prasad
bhanupvsr@gmail.com
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